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Introduction to ML via Sklearn

*Present x: The title slide and the Learning Objectives slide. An overview of what we will achieve in this course*

Lesson Objectives:

By the end of this lesson, you will be able to:

* Scale and split data into testing and training data
* Fit, tune, and evaluate regression and classification models
* ADD MORE HERE…

Introduction

*Present x: Brief introduction to ML via Scikit-Learn*

Scikit-learn is a free, open-source library built for Python that contains an assortment of supervised and unsupervised machine learning algorithms. Additionally, scikit-learn provides functions for data preprocessing, hyperparameter tuning, and model evaluation. Scikit-learn streamlines the model building process and is easy to install on a wide variety of platforms. Started in 2007 as a Google Summer of Code project by David Corneapeau, and after a series of developments and releases, scikit-learn has evolved into one of the premier tools used by academics and professionals for general purpose machine learning. In this lesson,

First steps with Scikit learn

To get started with scikit-learn, we will begin by installing the library on our local machine. We will then cover how to preprocess our data’s features by creating dummy variables, scaling the features, and splitting them it into training and testing data sets.

Installation

Scikit-learn is natively installed in the Anaconda distribution of Python as well as some Docker images, but it can also be installed with pip. However, as a prerequisite for Scikit-learn’s installation, NumPy and SciPy must be installed. Once NumPy and SciPy have been installed, scikit-learn can be installed from the terminal using pip install scikit-learn.

Check to make sure scikit-learn is installed using:

import sklearn

print(sklearn.\_\_version\_\_)
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Figure 2.x: Version of scikit-learn installed

Now that we have successfully installed scikit-learn on our machine, we can begin building machine learning models. In this chapter, we will be learning linear and logistic regression, support vector machines (SVM), decision trees, and random forests. First, we will cover linear and logistic regression.

Introduction to linear and logistic regression

*Present x: Introduction to linear and logistic regression*

In regression, a single dependent, or outcome, variable is predicted using 1 or more independent variables. Use-cases for regression include but are not limited to predicting:

* win percentage given a variety of team statistics
* the risk of heart disease given family history and a number of physical and psychological characteristics
* the likelihood of snowfall given a number of climate measurements

Linear and logistic regression are popular choices for predicting such aforementioned outcomes due to the ease and transparency of interpretability as well as the ability to extrapolate to values not seen in the training data.

The end goal of linear regression is to draw a straight line through the observations that minimizes the absolute distance between the line and the observations (i.e., the line of best fit). Therefore, in linear regression, it is assumed that the relationship between the feature(s) and the continuous dependent variable follows a straight, linear, line. Lines are defined in slope-intercept form (i.e., *y = a + bx*) whereas *a* is the intercept (i.e., the value of *y* when *x* is 0), *b* is the slope, and *x* is the independent variable. There are two types of linear regression: simple linear regression and multiple linear regression.

Simple linear regression

*Present x: Simple linear regression*

Simple linear regression models define the relationship between 1 feature and the continuous outcome variable using *y* = *α* + *βx*. This equation is similar to the slope-intercept form whereas *y* denotes the predicted value of the dependent variable, *α* denotes the intercept, *β* (beta) represents the slope, and *x* is the value of the independent variable. Given *x*, regression models compute the values for *α* and *β* that minimize the absolute difference between predicted y values (i.e., y-hat) and actual y values. For example, if we are predicting the weight of an individual in kg using height in meters as the lone predictor variable, and the simple linear regression model computes 1.5 as the value for *α* and 50 as the coefficient for *β*, this model can be interpreted as for every 1 m increase in height, weight increases by 50 kg. Thus, we can predict that the weight of an individual who is 1.8 m is 91.5 kg using *y* = 1.5 + (50 x 1.8). In the following exercises we will demonstrate conducting simple linear regression using scikit-learn.

Exercise 1: Preparing data for linear regression analyses

*Present x: Preparing data for linear regression analysis*

To prepare our data for a simple linear regression model, we will use a random subset of the Weather in Szeged 2006-2016 dataset which consists of hourly weather measurements from April 1, 2006 to September 9, 2016 in Szeged, Hungary. The adapted data consists of 10000 observations of 8 variables:

* Temperature\_c: temperature in Celsius
* Humidity:
* Wind\_Speed\_kmh: wind speed in kilometers per hour
* Wind\_Bearing\_Degrees:
* Visibility\_km: visibility in kilometers
* Pressure\_millibars:
* Rain: yes = 1, no = 0
* Description: warm, normal, or cold

1. Import the ‘weather.csv’ data set using the following code:

import pandas as pd

df = pd.read\_csv('weather.csv')

1. Explore the data using df.info()
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Figure 2.x: Information describing df

1. The ‘Description’ column is the lone categorical variable in df. Check the number of levels in ‘Description’ as follows:

levels = len(pd.value\_counts(df['Description']))

print('There are {} levels in the Description column'.format(levels))
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Figure 2.x: Number of levels in the ‘Description’ column

1. The code below shows how to dummy code all categorical variables in 1 step:

import pandas as pd

df\_dummies = pd.get\_dummies(df, drop\_first=True)

1. The original data frame, df, consisted of 8 columns; one of which was nominal with 3 levels. In step 4, we transformed the nominal feature into 2 separate dummy variables and dropped the original feature, ‘Description’. Thus, df\_dummies should now contain 9 columns. Check this out using the following code:

print('There are {} columns in df\_dummies'.format(df\_dummies.shape[1]))
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Figure 2.x: Number of columns after dummy coding

1. It is good practice to remove any possible order effects by shuffling the rows in the data before splitting the data into features (X) and outcome (y). To shuffle the rows in df\_dummies, refer to the code below:

from sklearn.utils import shuffle

df\_shuffled = shuffle(df\_dummies, random\_state=42)

1. Now that the data has been shuffled, we will split the rows in our data into features (X) and dependent variable (y). In this exercise, we will pretend that the column ‘Temperature\_c’ (temperature in Celsius) is the dependent variable and that we are preparing data to fit a linear regression model. First, we will split df\_shuffled into X and y as follows:

DV = ‘Temperature\_c’

X = df\_shuffled.drop(DV, axis=1) # get features (X)

y = df\_shuffled[DV]

1. Lastly, we will split X and y into testing and training data using the code below:

from sklearn.model\_selection import train\_test\_split

X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size=0.33, random\_state=42)

Now that the data has been dummy coded, shuffled, split into X and y, and further divided into testing and training data sets it is ready to be used in a linear or logistic regression model.

Note:

It is acknowledged that we did not be scale our features when we prepared our data for linear and logistic regression analysis. However, later in the lesson when we learn about SVM, decision trees, and random forests we will be scaling our features in addition to the preprocessing steps described below.

**Discussion:** Why might we refrain from scaling our data before using it in a linear or logistic regression analysis?

**Answer**: A major reason for using linear or logistic regression is the ease of interpretability. Scaling the data creates an intercept and slope for a line of best fit that applies to the transformed features and not the original features, making interpretability much more convoluted.

Exercise 2: Fitting a simple linear regression model and determining the intercept and coefficient

*Present x: Fitting a simple linear regression model*

In this exercise, we will continue using the data we prepared in Exercise 1 to fit a simple linear regression model to predict the temperature in Celsius from the humidity.

1. To instantiate a linear regression model refer to the code below:

from sklearn.linear\_model import LinearRegression

model = LinearRegression()

1. Fit the model to the ‘Humidity’ column in the training data using model.fit(X\_train[['Humidity']], y\_train).
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Figure 2.x: Output from fitting the simple linear regression model

1. Extract the value for the intercept using the following code:

intercept = model.intercept\_

1. Extract the value for the coefficient as follows:

coefficient = model.coef\_

1. Now, we can print a message with the formula for predicting temperature in Celsius using the code below:

print('Temperature = {0:0.2f} + ({1:0.2f} x Humidity)'.format(intercept, coefficient[0]))
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Figure 2.x: Formula to predict temperature in Celsius from humidity using simple linear regression

Great work! According to this simple linear regression model, a day with 0.78 humidity has a predicted temperature in Celsius of 10.56. Now that we are familiar with extracting the intercept and coefficients of our simple linear regression model, it is time to generate predictions and subsequently evaluate how the model performs on unseen, test data.

Exercise 3: Generating predictions and evaluating performance of simple linear regression model

*Present x: Generating predictions and evaluating performance of simple linear regression model*

The very purpose of supervised learning is to use existing, labeled data to generate predictions. Thus, this exercise will demonstrate how to generate predictions on the test feature and generate model performance metrics by comparing the predictions to the actual values.

1. Generate predictions on the test data using the following:

predictions = model.predict(X\_test[['Humidity']])

1. A common way to evaluate model performance is to examine the correlation between the predicted and actual values using a scatterplot and a Pearson r correlation coefficient. Refer to the following code:

import matplotlib.pyplot as plt

from scipy.stats import pearsonr

plt.scatter(y\_test, predictions)

plt.xlabel('Y Test (True Values)')

plt.ylabel('Predicted Values')

plt.title('Predicted vs. Actual Values (r = {0:0.2f})'.format(pearsonr(y\_test, predictions)[0], 2))

plt.show()

Below is the resultant output:
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Figure 2.x: Predicted vs actual values from simple linear regression model

1. With a Pearson r value of 0.62, there is a moderate correlation between the predicted and actual values. A perfect model would have all points on the plot in a straight line and an r value of 1.0. Another indicator of model performance is the distribution of the residuals (i.e., the difference between the predicted and actual values). If the model fits the data well, the residuals will be normally distributed. To create a density plot of the residuals, refer to the following code:

import seaborn as sns

from scipy.stats import shapiro

sns.distplot((y\_test - predictions), bins = 50)

plt.xlabel('Residuals')

plt.ylabel('Density')

plt.title('Histogram of Residuals (Shapiro W p-value = {0:0.3f})'.format(shapiro(y\_test - predictions)[1]))

plt.show()

Refer to the resultant output below:
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Figure 2.x: Histogram of residuals from simple linear regression model

1. The histogram shows us that the residuals are negatively skewed and the value of the Shapiro W in the title tells us that the distribution is not normal. This gives us further evidence that our model is not so good. Lastly, we will compute metrics for mean absolute error, mean squared error, root mean squared error, and R-squared and put them into a data frame using the code below:

from sklearn import metrics

import numpy as np

metrics\_df = pd.DataFrame({'Metric': ['MAE',

'MSE',

'RMSE',

'R-Squared'],

'Value': [metrics.mean\_absolute\_error(y\_test, predictions),

metrics.mean\_squared\_error(y\_test, predictions),

np.sqrt(metrics.mean\_squared\_error(y\_test, predictions)),

metrics.explained\_variance\_score(y\_test, predictions)]}).round(3)

print(metrics\_df)

Please refer to the resultant output:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAA48AAABqCAIAAACTavP0AAAAAXNSR0IArs4c6QAAFuNJREFUeF7t3b9ywjrax3HlvRZIkckVcK4AaFKlTeeU0KRLmS6NU4aZLTJvl4omcAVhZ7ZmUgSuYW+BfST5j2xsIoMBA19XZzf+I33Emfkd+ZF1tVqt1OUe//3PP///79v+4L3VIIPp41VPTVbv3Qa1aYum6G6MSq4Ltu/emehsAcolCCCAAAIIXKbA1WWn1cscdHqNAAIIIIAAAgicjMD/nUxLaSgCCCCAAAIIIIDA5QmQVi9vzOkxAggggAACCCBwOgKk1dMZK1qKAAIIIIAAAghcngBp9fLGnB4jgAACCCCAAAKnI0Ba/WOslm//XMnxOD2dMTUtlaXzyXFyjT8xa5qLAAIIIIAAAnsUOKm0apPjP2/LGMRGMq8wZq71OrNIu3PT3uMglN7a9G+t0V5d6b7L1x5Wq0XYOUbDeSYCCCCAAAIIIFCTwEmlVdvn2edXFFen47LvedakI7dpDb4l9H0PjvJB1u5doNRonJ3XXX59zlRwd+JfY61vhLgTAggggAACCJy1wEml1cXPrBOGwexnYcZkOp6Hk/OeOyyIq4TVs/4Xks4hgAACCCCAQE7gpNKqaXv/LrCzjRJW7/v6Bf38Ny4NKCrWjApP28OZTFP21mo55RJdWpBemb54/6v00/m7U51Q709sLa7mwmrUO9str0KHfB2B7oV74V+9rrd/3A0BBBBAAAEEENgscHppVUmAk7i6fHuRsOq+n4+25DTlmqtJIMnUhDD7Kt8WcMqGn/Hh7Gs6G7bNVqf2rFEvzm6bSj91puvNw0V0uw/1tadlWLm4mg2r08cH9RH3SHd519RcYsi/RQgggAACCCCAwLEETimtLn/nhqn7FM7Hrz8qE1YlvY464VNczSnndNYqPkuRk23rW/37jjNXW3aBfphE37SatTUY7KuONBNXczOr3XenoFafGBdJbPdz2slwu0dyFQIIIIAAAgggcHZzqzJd2r+fj+zMauv61kY0qWlVepI0Psybf8/DWbKkZ2L/XlKlH3awdU5OXF2vWXXf2/d2XXO2i6EnNachgAACCCCAAALVBE5pbjXtWUmmdF7029fjzuv+aiybz44neeu854Z7mbiqi3PzYVW/tx+lnZ7IaTsfhzLcuaHcAAEEEEAAAQQuQ+A002rB2LRvKrz533Fs9YSuf5nBjg+Ty807/s+vae7TVeYDXrtO8brJ+5CGu6twBwQQQAABBBC4CIFTSqv6RfXtdcmHT03FabpCam3wak2Ytio2WY6l1PLtbU+rrExHTFwd9qS4wQ2nOlwmRbZmntXnJ2uh7Ddc5fsAbsXEX4Y+t+ccBBBAAAEEEECgVoFTSqulHTefsJLqALOiP91wNPtFp+575s9/f+0p/jiU++2reM29LkUwnx2IjgfV39cqqySu6n/IzKS2Bh9hJ67VfblZuPtWbWi8ucw2vf15n7nqL8Naf3rcDAEEEEAAAQQQ8BC4kupOj9M4BQEEEEAAAQQQQACBIwicxdzqEdx4JAIIIIAAAggggMAhBEirh1DmGQgggAACCCCAAALbCZBWt3PjKgQQQAABBBBAAIFDCJBWD6HMMxBAAAEEEEAAAQS2EyCtbufGVQgggAACCCCAAAKHECCtHkKZZyCAAAIIIIAAAghsJ0Ba3c6NqxBAAAEEEEAAAQQOIUBaPYQyz0AAAQQQQAABBBDYTmAtrcoOnvERb9y03Z1P4Sq745PTT9t7d5+raFOonIWjFGntG8t54t/bcFn7sqFca7x7Q/ePvg86haGmjQgggAACCCBwogLZtGo2mw8msr/VarUI1bC97wzWCLXZ55fs3Gry3XiUa9Hy63MWhLLBaXJOckLkZLBWq+9Ba2+d0Qmyp+ywyPHus8nrH0OZaXxyQ31R8hyzsyyBdW+jyo0RQAABBBBAwEvATavLt5eRCiZRdmkNngNVENK8bnsiJy1+Zp0wDGY/iyiszsNJ2HEar8Nq56bfvy+Kqwfq5PTR/BeEV0aNm7TlUHbfnSzcfRKK0Xh6oG7yGAQQQAABBBBAoEjASas6mangLpm4MxONZx5XNUn/LrCZbDqe3/fb8g/z32iu1YTV+36rdcS4KsPQCZ98plPT8b3UoeTfcQQQQAABBBA4PwEnrcpEo+rc6LSmlK7W7Cl5A67iecfz63rSo66JqzIdKWE18zo/DqtKHS+u6v9muL1eVKsm/nso5SV/dJS/63fvcsbDT9cQQAABBBBAoNECRd8EkKja/rxfrN77jW767o1b/s7NTeSd93z8+qNKw6rE1evb/DxzGvjyK7N2b1n2DqPe+C6qWTXVxP7FpIVDqd/3J7frSDcKq5N1AYLSE8t194b7IYAAAggggAACFQTW0urX45WOqvtcNFSheQc6VaZO5yM7s2piqaljNa/Tb6+jtCYTsLm4ml1lVamstGK3klpiaZ6uJh69vEWlChtv5DGUrcGHnj9fW0Jm1mipTvixx7VjFRE4HQEEEEAAAQQuU8BJq+0byS3DoawJj6Pq5bwKbg2+86v6TVhV6QSqpLdjVfEmdbS+v9EKQ6nTee6QCVkTVS/sP1l8cTkPAQQQQAABBA4q4KRVXZup3GVW+kX5xb4KtguVkq9G6Tfnk2N8I8EEz+ibBfqXYaoXkhnfkt9KhaE0a+nc+00f20Pd88uaXT/ov3Q8DAEEEEAAAQQqCLiVAPYtcy+qily+PQxnwfM5vwrWc8dlwU//zflAgiY1wXH9u6sVtLc4Nffqf/o6lI9uZT4REH3PP1PM6juUpjjVKTSwFQBVv5e1Rbe4BAEEEEAAAQQQ8BPI1q3K+hvzTXh9tIe3FT/y6ffEUzhr/vsvmXKMP5AQt9jMWKZxNbvKan/7KHTfzdIqu4S/N8+/oI+XiuVcy4cy2p3L3k7vBZCU3JqvtMpxuPVjp/BjoI0IIIAAAgggcFSBK3nDfdQG8HAEEEAAAQQQQAABBEoFir5gBRcCCCCAAAIIIIAAAs0QIK02YxxoBQIIIIAAAggggECRAGmV3wUCCCCAAAIIIIBAcwVIq80dG1qGAAIIIIAAAgggQFrlN4AAAggggAACCCDQXAHSanPHhpYhgAACCCCAAAIIkFb5DSCAAAIIIIAAAgg0V4C02tyxoWUIIIAAAggggAACBWk12usos5PnmULZrjrbUNldTJOuu9s+ZTarinY7tftLmWPHvazWbpjnd07wH5myoXT75bR8vVcZjTP9EdAtBBBAAAEEEGi0QDatmhTzoJ7DTqMbXXPj0s1Up7LfanJIdmsPVbiQ3b708aEesjExkE1L0+N70Nq1WZkbJtuhyl11ijR7pNrD/VPpM8uHUv5idtW1xySYDdtRx2S31uwxCdTa/rO79pLrEUAAAQQQQACBKgJuWp0+tj/vF6vvQbvKHU753MXPrBOGwexnYXoxHc/DSZzUdXLthB9JCG0Nvr1iYu0e08feSIJspYdvGMrl1+dMBXfdqJ3dJ+nwaDwtaPby7WWkgufdY3jtJNwQAQQQQAABBC5HwE2rMrVWwwzhydn17wKb1iSs3vd1Up//Lm0v4hh7zD5Jau6ET3G49GzJhqFsXd86PVRKEnvx/On0dShZvuqTPRvIaQgggAACCCCAgJ8Aq6yU6pq4KjOJElbT1/l20rG3c0Wq3zjos/TD7OGUHOgp3tvrhamnraNAVrorHZO3/6bQVqoCehKG0xnkpLVmYrXjgvh3hDMRQAABBBBAAIHaBC46rS5/5wZS8tt8/PqjstlMXv2vFpJYJdkVLqNKw2UNa5GcklF5ptzaXbU16o3vooLSRaiSMtNtfwS2Y3KfKynMlQLWogl1Wy9AFcC2xlyHAAIIIIAAAnUJXHRaTRBb/fv5yM6s6hflaQGADnZyRKE1u+4/u8qqUlnpxtFrDT50Rv78isoRlAomyd1bg+dAjV70vOjWh16AZSqU9Rqr4tljqgC21uVCBBBAAAEEEKhXgLRqPHUq3VCzq/8s6+Nnw9ei1Uj1johujS4tdY6kjraOJy3fHoazYGJ7K1O6Bf1ieVUd0NwDAQQQQAABBGoRIK36MrZvDvZZL/MhrdtrU0OrH+su9jLVC9HffJueOS+/qsr0K5OH9cSq89WArZ7CRQgggAACCCCAQD0CF51WdXArC37yutz9vKqZkTzMCnn9xar05X/u1X/BK/rom/6+ewaY+JtOEpto6q6mssur+BZAPf9+cRcEEEAAAQQQ2FUgk1bjvYzaEmDiFeo77tG0a/uOc71MNcrL/7txulVVwXKk7Cqr3ZzczaXMPgBOGWz3PVoSpVvTm4eLbMlCvFQsK1U+lNIxu47LHuZbrs4d7cQqy6uO88PjqQgggAACCCCwJnAlS21gQQABBBBAAAEEEECgmQIXXQnQzCGhVQgggAACCCCAAAKJAGmVHwMCCCCAAAIIIIBAcwVIq80dG1qGAAIIIIAAAgggQFrlN4AAAggggAACCCDQXAHSanPHhpYhgAACCCCAAAIIkFb5DSCAAAIIIIAAAgg0V4C02tyxoWUIIIAAAggggAACpFV+AwgggAACCCCAAALNFcin1XgPJL3Nke9ens3tXdQyt1PSr3TbKbuFlLMNlT0z6bi7xVRms6rcHbM3qdVj/UkVh6ZoY1a3XwWj7DzzbH4DtQ4KN0MAAQQQQACBwwnkd141236aYxLI7pznE1Y64SLu12zYzvRr9vm1tOLT8Sill8zWHqr4stWHeshqyI6lzpHdDrW+Aey+u08x46JU56bt+YTl24vTJdtJ3a/bqPF6lNdyePojcHeA9XwipyGAAAIIIIAAAnUKZNKqTkbJBvXdp7CjRuNpnU9rwr26dxL3on4tfmadMAxmP4sorM7DifQ6Sa6d8GPQihrdGnwnNsfrh0mfwXPSqs0tWb49DGfBRAfc5NCJPJjEXdGjPBu+xqM8feyNJIU3oKPHI+bJCCCAAAIIINAoAepWVf8usOF1Op7f9/Wk5fw3mmuNY2xjhmz6OpR8/dT1a1DR2cvfeWZqttW/7yQdliTrf3e/NnAWAggggAACCCCwk8CGtCoTjxVeOe/UigNebCYns5FMZlslrsofJKzGM6lK2bnlXqas9YDtLHqUbbvbyE0N0vOk7uRweu5aCI/+Dz3tenu9MLW75sjUCBy58zweAQQQQAABBC5ToDSt6qzjn4yajyfFqiaAmZLNqMhUzzPqQ4LpfPz6o7I5UF79rxaSWKMr15KbTrLpcYAK3+XX58y7CqCsZMDMpY5e3qLZY1Mr4I7eqDe+iyplF6HKVfg2f5hpIQIIIIAAAgicm0BxWpWFODqrOlWbJ99vu8pKV3CmUS3plES4+cjOrLaub1U696gTqxxRaM0G1uwqq/2XelapAogKVosaJV2aBHF2v3pQzxLInVVbaUmrag2egyKtk/8t0AEEEEAAAQQQOCGBgrQqnzcyUXWxr2XuR+TpvktedVYVxU3RqXRDd/Wfiy88WF8qLa/6I9g63xn4Higp+Li9Tiogkprdg/WMByGAAAIIIIAAAhsE1tLq9LEtr4aDyRlGVcNgPwmQvAn3/3G0b6KPBfhfUuOZOn+q4M5veZX5EFcyfXql58lNBW7RJ3TNJwKi++ouujWtplLCSbI19odbIYAAAggggAACfgLZtGorAM77E0Zm9ZT9xKpeR1YWxmSG2S1FNa/Wj7ZevmBpWDq865//z3+jVdc/2LqFbGmA3iSgNw8X8f+be/VfpfTA79fGWQgggAACCCCAQFUBN63GX5I/+PKhqo3e7XyTyQqqAZy7yutwefl/N04XUbmLs6ITs0z7XD5vJ1ZLPrIaLxXzRkk3smp/3i+yBRDdd7O0yvZbB9lznWL31uJEBBBAAAEEEDiywJVMuB25CTweAQQQQAABBBBAAIESAXYH4KeBAAIIIIAAAggg0FwB0mpzx4aWIYAAAggggAACCJBW+Q0ggAACCCCAAAIINFeAtNrcsaFlCCCAAAIIIIAAAqRVfgMIIIAAAggggAACzRUgrTZ3bGgZAggggAACCCCAAGmV3wACCCCAAAIIIIBAcwVIqzWMjd5Nyt34qoZbcgsEEEAAAQQQQAABLbC282q6fVMNuzNFm4LG9/S/Y7rf0tWV/1VnO6SOo69Ghj5/kcub83X/RAI/218UHUMAAQQQQOB0BLJp1dlg3uzA6RuNNvW3Ey70DvWr1SSYDds+AUiCVnuo4stWH+rB56rTMa/YUuHojYKJMfQflfKhlDxq9pEtGBUjH/9pEox6dfwAKnaX0xFAAAEEEEAAAVegtBKgNXgO1OxnUR9X9y5QajSe/nXH6XikOuHHoBWd2Bp8v3f/uuhs/758exmpYBIJ2FH5/FpW6W92KJdfnzMV3MWi3aewE4+Klk8epfRfZsPXP8erSlM4FwEEEEAAAQQQqChQXre6/J1XvFeNp2+Kybnygmje1bzBduZgc7WkmXff7lStnKcnENObZuZx3WflJnidP/VGNXY9e6tctlQ6UFaOq5mhbF3fKjX/TfLu4memOjdteaw+zf6TPVr9+4575t46yY0RQAABBBBAAIFSgdK0On0dzjrhU32TmmaS0OeOdravV1ywql+Lz5MigYnM1voc08cH9RG9+paKhNwbbilQuOop82p8EXZGvTiW6mfZ/9vUMUiTksC6XTN8mpo7J82SkiYlkPdUKDrV5rxzQ2nnTG2Vh9yyN3InstfuXO1RW/SQSxBAAAEEEEAAgU0Ca2k1njLMhpgdEHUW1IcpiPxO3u9vuKO8+texUUVXOrWTOvG62cq3Wd1358G6IiGXwaQq1L5qd6YT7bOSuO6+Md+2Gb7NLTpPV5t+3i9W733vu5QNpfWVsuTcoJjOj150itXH8u1hOPN+GCcigAACCCCAAAJ7EVhLq8nqnMX9Z7uO9fh2lZWeBU2DUJSG5N192ScIdKKyc506tEaB1bwWv72OC1qrgLiv9Nde3KdVnEo/1yZbPasZJ22btuPotkMzqjTZOfdLVj9JVPXK+ullZUOp52hN8o1mjJNRls6bpXB2UB7Us+i7pQFbtp7LEEAAAQQQQACB7QXK61a3WtBT2pDuu+TV7JqdKJDGL+gLo5g+Z+3Cyr11V9VHydnvHtFK/LiJq2gG1u/iWs5q3+i4PpSChNjHrQ3wfERmKM2UaTCxt5NAm+V1PiXwPVAS2Lf7jwPPhnEaAggggAACCCDwl8DhdgewnwRI3jP/1bD07zqw2SO/QMgsOSo+3IVF5jRn/tTv0fqxxV8wqNAMv0dtOMu8nXcbb5ZC3fe3mV+2j8mnXcPrrLpKG2M+EZB8PGDnrnADBBBAAAEEEEBgC4HytDp9lDfmwbNPoanfc03l599fX5L31O7qezMVGNePmpLT6PtNZsI0fbIturTfxzJfFE1LLjN5LHdZedPtDZMlV+6JG5rhR1HhLDMvmjTDToxmByUqctjwTdrMUNrZ2uTDVHoJVkH8NSu6ZDnbBX87rMIgcSoCCCCAAAII7FEgfctti0vTY+01uHuq3z/rGya7A8Tv4P++76Z26EpWe8h99Inp7dI/yTP1/0j+lP5FNyfzp+wtct1yrosfGZ2RaUbmhn4y1c5yQNb04pZk/7BxKLPdci7MOlVrI2cjgAACCCCAAAL7ELiSm+4xC+/51tE3ppgA3LMzt0cAAQQQQAABBI4lcLi61WP1kOcigAACCCCAAAIInK4AafV0x46WI4AAAggggAAC5y9w2pUA5z8+9BABBBBAAAEEELhsAeZWL3v86T0CCCCAAAIIINBsAdJqs8eH1iGAAAIIIIAAApctQFq97PGn9wgggAACCCCAQLMFSKvNHh9ahwACCCCAAAIIXLbA/wAZcmdK2PqkbQAAAABJRU5ErkJggg==)

Figure 2.x: Model evaluation metrics from simple linear regression model

There we have it. We have successfully used scikit-learn to fit and evaluate a simple linear regression model. This is the first step in a very exciting journey to becoming a machine learning guru. Next, we will continue expanding our knowledge of regression by exploring multiple linear regression.

Multiple linear regression

*Present x: Multiple linear regression*

Multiple linear regression models define the relationship between 2 or more features and the continuous outcome variable using *y* = *α* + *β1xi1 + β2xi2* + … + *βp-1xi,p-1.* Again, *α* represents the intercept and *β* denotes the slope for each feature (*x*) in the model. Thus, if we are predicting the weight of an individual in kg using height in m, total cholesterol in mg/dL, and minutes of cardiovascular exercise per day, and the multiple linear regression model computes 1.5 as the value for *α*, 50 as the coefficient for *β1*, 0.1 as the coefficient for *β2,* and -0.4 as the coefficient for *β3*, this model can be interpreted as for every 1 m increase in height, weight increases by 50 kg, controlling for all other features in the model. Additionally, for every 1 mg/dL increase in total cholesterol, weight increases by 0.1 kg, controlling for all other features in the model. Lastly, for every minute of cardiovascular exercise per day, weight decreases by 0.4 kg, controlling for all other features in the model. Thus, we can predict the weight of an individual who is 1.8 m tall, with total cholesterol of 200 mg/dL, and completes 30 minutes of cardiovascular exercise per day as 99.5 kg using y = 1.5 + (0.1 x 50) + (200 x 0.5) + (30 x -0.4). In the following exercise we will demonstrate conducting multiple linear regression using scikit-learn.

Exercise 4: Fitting a multiple linear regression model and determining the intercept and coefficient

*Present x: Fitting a multiple linear regression model and determining the intercept and coefficient*

In this exercise, we will continue using the data we prepared in Exercise 1 to fit a multiple linear regression model to predict the temperature in Celsius from all of the features in the data.

1. To instantiate a linear regression model refer to the code below:

from sklearn.linear\_model import LinearRegression

model = LinearRegression()

1. Fit the model to the training data using model.fit(X\_train, y\_train).
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Figure 2.x: Output from fitting the multiple linear regression model

1. Extract the value for the intercept using the following code:

intercept = model.intercept\_

1. Extract the value for the coefficients as follows:

coefficients = model.coef\_

1. Now, we can print a message with the formula for predicting temperature in Celsius using the code below:

print('Temperature = {0:0.2f} + ({1:0.2f} x Humidity) + ({2:0.2f} x Wind Speed) + ({3:0.2f} x Wind Bearing Degrees) + ({4:0.2f} x Visibility) + ({5:0.2f} x Pressure) + ({6:0.2f} x Rain) + ({7:0.2f} x Normal Weather) + ({8:0.2f} x Warm Weather)'.format(intercept, coefficients[0], coefficients[1], coefficients[2], coefficients[3], coefficients[4], coefficients[5], coefficients[6], coefficients[7]))
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Figure 2.x: Formula to predict temperature in Celsius from humidity using multiple linear regression

Nice job! According to this multiple regression model, a day with 0.78 humidity, 5.0 wind speed, 81 wind bearing degrees, 3 km of visibility, 1000 millibars of pressure, no rain, and is described as normal has a predicted temperature in Celsius of 5.72 degrees. Now that we are familiar with extracting the intercept and coefficients of our multiple linear regression model, we can generate predictions and evaluate how the model performs on the test data.

**Discussion**: Why are some of the beta coefficients 0? By what value do I multiply the beta coefficient for ‘Rain’ if it is raining? And why is there no beta coefficient for a cold day?

**Answer**: Some of the beta coefficients are displayed as 0 because they were rounded to 2 decimal places. If it is raining, we would multiply the beta coefficient for ‘Rain’ by 1 (since it was not raining in our example, we multiplied it by 0). There is no beta coefficient for ‘Cold’ weather because there were 2 dummy variables created in place of the ‘Description’ column; one for ‘Normal’ and one for ‘Warm’.

Activity 1: Generating predictions and evaluating performance of multiple linear regression model

*Present x: Generating predictions and evaluating performance of multiple linear regression model*

In Exercise 3, we learned how to generate predictions and evaluate the performance of a simple linear regression model using a variety of methods. To reduce the code redundancy, we will evaluate the performance of our multiple linear regression model using the metrics in step 4 of Exercise 3 and we will determine if the multiple linear regression model performed better or worse in relation to the simple linear regression model.

1. Generate predictions on the test data using all of the features
2. Calculate the metrics for mean absolute error, mean squared error, root mean squared error, and R-squared and put them into a data frame
3. Determine if the multiple linear regression model performed better or worse in relation to the simple linear regression model

**Solution:**

1. Generate predictions on the test data using the following:

predictions = model.predict(X\_test)

1. Calculate the metrics for mean absolute error, mean squared error, root mean squared error, and R-squared and put them into a data frame as follows:

from sklearn import metrics

import numpy as np

metrics\_df = pd.DataFrame({'Metric': ['MAE',

'MSE',

'RMSE',

'R-Squared'],

'Value': [metrics.mean\_absolute\_error(y\_test, predictions),

metrics.mean\_squared\_error(y\_test, predictions),

np.sqrt(metrics.mean\_squared\_error(y\_test, predictions)),

metrics.explained\_variance\_score(y\_test, predictions)]}).round(3)

print(metrics\_df)

Please refer to the resultant output:

![](data:image/png;base64,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)

Figure 2.x: Model evaluation metrics from multiple linear regression model

1. The multiple linear regression model performed better in every metric relative to the simple linear regression model. Most notably, in the simple linear regression, only 38.9% of the variance in Temperature was described by the model. Whereas, in the multiple linear regression model, 86.6% of the variance in Temperature was explained by the combination of features.

The transparent nature of the intercept and beta coefficients make linear regression models very easy to interpret. In business, it is commonly requested that data scientists explain the effect of a certain feature on an outcome. Thus, linear regression provides metrics allowing a reasonable response to the business inquiry above. However, much of the time a problem requires the data scientist to predict an outcome measure that is not continuous, but categorical. For example, in insurance, given certain features of an insured what is the probability that this customer will not renew their policy? In this case, there is not a linear relationship between the features in the data and the outcome variable, so linear regression will falter. A viable option for conducting regression analysis on a categorical dependent variable is logistic regression.

**Discussion**: Is there something not discussed here that may be negatively affecting the performance of the multiple linear regression model? If so, what is it? And what can we do to prevent it?

**Answer**: Yes, there is something not discussed here that may be negatively affecting the performance of the multiple linear regression model. It is multicollinearity. Multicollinearity is a situation where features in the data are correlated to one another, making it difficult to discern the effects of those features on the outcome and ultimately weakening the statistical power of the model. Checking the correlation between predictors prior to including them in the model can help prevent multicollinearity. Or, performing supervised data compression using linear discriminant function analysis (LDA; Chapter 4) on the features prior to fitting a linear regression model will help us prevent multicollinearity.

Logistic regression

*Present x: Logistic regression*

Logistic regression uses categorical and continuous variables to predict a categorical outcome. When the dependent variable of choice has two categorical outcomes the analysis is termed binary logistic regression. However, if the outcome variable consists of more than 2 levels the analysis is referred to as multinomial logistic regression. For the purposes of this lesson we will focus our learning on the former.

When predicting a binary outcome, we do not have a linear relationship between the features and the outcome variable; an assumption of linear regression. Thus, to express a nonlinear relationship in a linear way we must transform the data using the logarithmic transformation. As a result, logistic regression allows us to predict the probability of the binary outcome occurring given the feature(s) in the model.

In logistic regression with 1 predictor, the logistic regression equation is shown below:

Equation 2.x: Logistic regression formula with 1 predictor

In equation 2.x, *P(Y)* is the probability of the outcome occurring, *e* is the base of natural logarithms, *α* is the intercept, *β* is the beta coefficient, and *x* is the value of the predictor. This equation can be extended to multiple predictors using the formula below:

Equation 2.x: Logistic regression formula with more than 1 predictor

Thus, using logistic regression to model the probability of an event occurring is the same as fitting a linear regression model except the continuous outcome variable has been replaced by the log odds of success for a binary outcome variable. In linear regression, we assumed a linear relationship between the predictor variable(s) and the outcome variable. Logistic regression, on the other hand, assumes a linear relationship between the predictor variable(s) and the natural log of *p*/(1-*p*), where *p* is the probability of the event occurring.

In the following exercise we will use the ‘weather.csv’ data set to demonstrate building a logistic regression model to predict the probability of rain.

Exercise 5: Fitting a logistic regression model and determining the intercept and coefficient

*Present x: Fitting and evaluating a logistic regression model*

To model the probability of rain, we will use the ‘weather.csv’ file as our data set, but instead of storing the continuous variable ‘Temperature\_c’ as the dependent variable, we will be storing the dichotomous variable ‘Rain’ as the outcome measure.

1. Import data using the following code:

import pandas as pd

df = pd.read\_csv('weather.csv')

Dummy code the ‘Summary’ variable as follows:

import pandas as pd

df\_dummies = pd.get\_dummies(df, drop\_first=True)

Shuffle df\_dummies using the code below:

from sklearn.utils import shuffle

df\_shuffled = shuffle(df\_dummies, random\_state=42)

Split the features and outcome into X and y, respectively as follows:

DV = 'Rain'

X = df\_shuffled.drop(DV, axis=1)

y = df\_shuffled[DV]

Split the features and outcome into training and testing data using the code below:

from sklearn.model\_selection import train\_test\_split

X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size=0.33, random\_state=42)

1. Instantiate a logistic regression model using:

from sklearn.linear\_model import LogisticRegression

model = LogisticRegression()

1. Fit the logistic regression model to the training data using model.fit(X\_train, y\_train)
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Figure 2.x: Output in console after fitting logistic regression model

1. Get the intercept using intercept = model.intercept\_
2. Extract the coefficients using coefficients = model.coef\_
3. Place the coefficients into a list using coef\_list = list(coefficients[0,:])
4. Match features to their coefficients, place them in a data frame, and print the data frame to the console as follows:

coef\_df = pd.DataFrame({'Feature': list(X\_train.columns),

'Coefficient': coef\_list})

print(coef\_df)

Refer to the resultant output below:
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Figure 2.x: Features and their coefficients from logistic regression model

The coefficient for temperature can be interpreted as for every 1 degree increase in temperature, the log odds of rain increase by 5.69, controlling for all other features in the model. To generate predictions, we could convert the log odds to odds and odds to probability. However, scikit-learn has functionality to generate predicted probability as well as predicted classes.

Exercise 6: Generating predictions and evaluating performance of logistic regression model

*Present x: Generating predictions and evaluating performance of multiple linear regression model*

In exercise 5 we learned how to fit a logistic regression model and extract the elements necessary to generate predictions. However, scikit-learn makes our lives much easier by providing us with functions to predict the probability of an outcome as well as the classes of an outcome. In this exercise, we will learn to generate predicted probabilities and classes as well as evaluating model performance using a confusion matrix and a classification report.

1. Generate predicted probabilities using predicted\_prob = model.predict\_proba(X\_test)[:,1]
2. Generate predicted classes using predicted\_class = model.predict(X\_test)
3. Evaluate a performance using a confusion matrix as follows:

from sklearn.metrics import confusion\_matrix

import numpy as np

cm = pd.DataFrame(confusion\_matrix(y\_test, predicted\_class))

cm['Total'] = np.sum(cm, axis=1)

cm = cm.append(np.sum(cm, axis=0), ignore\_index=True)

cm.columns = ['Predicted No', 'Predicted Yes', 'Total']

cm = cm.set\_index([['Actual No', 'Actual Yes', 'Total']])

print(cm)

Refer to the resultant output below:
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Figure 2.x: Confusion matrix from logistic regression model

From the confusion matrix, we can see that of the 383 observations that were not classified as rainy 377 of them were correctly classified and of the 2917 observations that were classified as rainy 2907 of them were correctly classified. To further inspect our model’s performance using metrics such as precision, recall, and f1-score we will generate a classification report.

1. Generate a classification report using the following code:

from sklearn.metrics import classification\_report

print(classification\_report(y\_test, predicted\_class))

Refer to the resultant output:
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Figure 2.x: Classification report generated from logistic regression model

As we can see from our confusion matrix and classification report, our model is performing very well and may be difficult to improve upon. However, machine learning models including logistic regression consist of numerous hyperparameters that can be adjusted to further improve model performance. In the next exercise, we will learn to find the optimal combination of hyperparameters to maximize model performance.

Exercise 7: Tuning hyperparameters of logistic regression model

*Present x: Tuning hyperparameters of multiple logistic regression model*

In step 3 of exercise 5, we fit a logistic regression model and the subsequent output from that model is displayed in Figure 2.x. Each of those arguments inside the LogisticRegression() function is set to a default hyperparameter. To tune the model, we will use scikit-learn’s grid search function which fits a model for every combination of possible hyperparameter values and sees the value for each hyperparameter resulting in the “best” model. In this exercise, we will learn how to use grid search to tune models.

Continuing from Exercise 6:

1. The data has already been prepared for us (see Exercise 6), thus we can jump right into instantiating a grid of possible hyperparameter values as follows:

import numpy as np

grid = {'penalty': ['l1', 'l2'],

'C': np.linspace(1, 10, 10),

'solver': ['liblinear']}

1. Instantiate a grid search model as follows:

from sklearn.model\_selection import GridSearchCV

from sklearn.linear\_model import LogisticRegression

model = GridSearchCV(LogisticRegression(), grid, scoring='f1', cv=5)

1. Fit the model on the training using model.fit(X\_train, y\_train) (keep in mind, this may take a while) and find the resultant output below:
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Figure 2.x: Output from grid search model

1. We can return the optimal combination of hyperparameters as a dictionary as follows:

best\_parameters = model.best\_params\_

print(best\_parameters)
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Figure 2.x: Tuned hyperparameters from grid search model

We have found the combination of hyperparameters that maximize f1 score (i.e., the harmonic average of precision and recall). Remember, simply using the default hyperparamters in Exercise 5 resulted in a model that performed very well on the test data. Thus, in the following activity, we will evaluate how the model with tuned hyperparameters performed on the test data.

**Discussion**: Why is not every hyperparameter listed in the grid?

**Answer**: When not every hyperparameter is listed in the grid, it is because the user has decided to use the default hyperparameter in that case. Additionally, some hyperparameters will not work when other hyperparameters are selected simultaneously, so it is important to always refer and pay close attention to the algorithm’s documentation when setting up a grid for tuning.

Activity 2: Evaluating tuned model performance

*Present x: Evaluating tuned model performance*

Once the best combination of hyperparameters has been converged upon, we need to evaluate model performance much like we did in Exercise 5.

Continuing from Exercise 7:

1. Generate the predicted probabilities of rain
2. Generate the predicted class of rain
3. Evaluate performance with a confusion matrix and store it as a data frame
4. Print a classification report

Solution:

1. Generate predicted probabilities of rain using the following code:

predicted\_prob = model.predict\_proba(X\_test)[:,1]

1. Generate predicted class of rain using predicted\_class = model.predict(X\_test)
2. Evaluate performance using a confusion matrix and save it as a data frame using the following code:

from sklearn.metrics import confusion\_matrix

import numpy as np

cm = pd.DataFrame(confusion\_matrix(y\_test, predicted\_class))

cm['Total'] = np.sum(cm, axis=1)

cm = cm.append(np.sum(cm, axis=0), ignore\_index=True)

cm.columns = ['Predicted No', 'Predicted Yes', 'Total']

cm = cm.set\_index([['Actual No', 'Actual Yes', 'Total']])

print(cm)
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Figure 2.x: Confusion matrix from tuned logistic regression model

1. Nice! We have decreased our number of false positives from 6 to 2. Additionally, our false negatives were lowered from 10 to 3 (see Exercise 6). For further evaluation, print a classification report as follows:

from sklearn.metrics import classification\_report

print(classification\_report(y\_test, predicted\_class))
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Figure 2.x: Classification report from tuned logistic regression model

By tuning the hyperparameters of the logistic regression model, we were able to improve upon a logistic regression model that was already performing very well. We will continue to expand upon tuning models in the following exercises and activities.

Max-Margin classification using support vector machines (SVM)

Solving nonlinear decision boundaries using SVM

Utilization of the kernel trick and implementation

Decision trees

Maximising information gain, getting the most out of categorical data

Combining multiple learners and an intro to ensemble methods using Random Forests

**Description**

This chapter will get the students familiar with using Scikit-learn, a widely used tool used to perform data science on Python. It will also teach them the concept of virtual environment.

* First steps with Sklearn.
* Introduction to regression (Linear and Logistic)
  + Logistic regression intuition and conditional probabilities
  + Learning the weights of the logistic cost function
* Max-Margin classification using SVM
* Solving non-linear decision boundaries using SVM
  + Utilisation of the kernel trick and implementation
* Decision Trees
  + Maximising information gain, getting the most out of categorical data
  + Combining multiple learners and an intro to ensemble methods using Random Forests